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**EXPERIMENTNO.03**

**CO/LO:** Apply various AI approaches to knowledge intensive problem solving, reasoning, planning and uncertainty.

**AIM/OBJECTIVE:** Implement DFID search algorithms to reach goal state

**Code:**

import java.util.ArrayList;  
import java.util.Arrays;  
import java.util.List;  
  
public class PuzzleSolver {  
    // The goal state of the 8-puzzle  
    static final int[][] goalState = {  
        {1, 2, 3},  
        {4, 5, 6},  
        {7, 8, 0}  
    };  
  
    // Directions for moving the blank tile (0): up, down, left, right  
    static final int[][] directions = {  
        {-1, 0}, {1, 0}, {0, -1}, {0, 1}  
    };  
  
    public static void main(String[] args) {  
        // Initial state of the puzzle  
        int[][] initialState = {  
            {1, 2, 3},  
            {0, 4, 6},  
            {7, 5, 8}  
        };  
  
        int maxDepth = 3;  
        List<int[][]> solutionPath = iterativeDeepeningSearch(initialState, maxDepth);  
  
        if (solutionPath != null) {  
            System.out.println("Solution found:");  
            for (int step = 0; step < solutionPath.size(); step++) {  
                System.out.println("depth" + step + ":");  
                printState(solutionPath.get(step));  
                System.out.println();  
            }  
        } else {  
            System.out.println("No solution found within depth " + maxDepth);  
        }  
    }  
  
    static List<int[][]> iterativeDeepeningSearch(int[][] startState, int maxDepth) {  
        for (int depth = 0; depth <= maxDepth; depth++) {  
            List<int[][]> path = new ArrayList<>();  
            path.add(startState);  
            List<int[][]> result = dfs(startState, depth, path);  
            if (result != null) {  
                return result;  
            }  
        }  
        return null;  
    }  
  
    static List<int[][]> dfs(int[][] state, int depth, List<int[][]> path) {  
        if (depth > 0 && isGoal(state)) {  
            return new ArrayList<>(path);  
        }  
  
        if (depth == 0) {  
            return null;  
        }  
  
        for (int[][] neighbor : getNeighbors(state)) {  
            if (!isInPath(neighbor, path)) { // Avoid revisiting the same state  
                path.add(neighbor);  
                List<int[][]> result = dfs(neighbor, depth - 1, path);  
                if (result != null) {  
                    return result;  
                }  
                path.remove(path.size() - 1); // Backtrack  
            }  
        }  
        return null;  
    }  
  
    static boolean isGoal(int[][] state) {  
        return Arrays.deepEquals(state, goalState);  
    }  
  
    static int[] getBlankPosition(int[][] state) {  
        for (int i = 0; i < 3; i++) {  
            for (int j = 0; j < 3; j++) {  
                if (state[i][j] == 0) {  
                    return new int[]{i, j};  
                }  
            }  
        }  
        return null;  
    }  
  
    static int[][] swap(int[][] state, int[] pos1, int[] pos2) {  
        int[][] newState = new int[3][3];  
        for (int i = 0; i < 3; i++) {  
            newState[i] = state[i].clone();  
        }  
        int temp = newState[pos1[0]][pos1[1]];  
        newState[pos1[0]][pos1[1]] = newState[pos2[0]][pos2[1]];  
        newState[pos2[0]][pos2[1]] = temp;  
        return newState;  
    }  
  
    static List<int[][]> getNeighbors(int[][] state) {  
        List<int[][]> neighbors = new ArrayList<>();  
        int[] blankPos = getBlankPosition(state);  
  
        for (int[] direction : directions) {  
            int newBlankRow = blankPos[0] + direction[0];  
            int newBlankCol = blankPos[1] + direction[1];  
            if (newBlankRow >= 0 && newBlankRow < 3 && newBlankCol >= 0 && newBlankCol < 3) {  
                int[][] newState = swap(state, blankPos, new int[]{newBlankRow, newBlankCol});  
                neighbors.add(newState);  
            }  
        }  
        return neighbors;  
    }  
  
    static boolean isInPath(int[][] state, List<int[][]> path) {  
        for (int[][] pastState : path) {  
            if (Arrays.deepEquals(state, pastState)) {  
                return true;  
            }  
        }  
        return false;  
    }  
  
    static void printState(int[][] state) {  
        for (int[] row : state) {  
            for (int num : row) {  
                System.out.print(num + " ");  
            }  
            System.out.println();  
        }  
    }  
}

**output:**![](data:image/png;base64,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)
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**Conclusion**: In this experiment we learnt to implement DFID to reach the goal state.